1. What are the key features of Python?

These are its qualities:

Interpreted

Dynamically-typed

Object-oriented

Concise and simple

Free(open source)

Has a large community

1. How is Python executed?

Python files are first compiled to bytecode and are then executed by the host. “OR” Type python.pv at the command line.

1. How are compile-time and run-time code checking done in Python?

Python has a unique way of performing compile-time and run-time code checking. A small portion checking is carried out during compile-time checking, but most of the checks such as type, name, etc are postponed until code execution. If the Python code references a user-defined function that does not exist, the code will compile successfully and the code will fail with an exception only when the code execution path references the function which does not exist.

1. State how arguments are passed by value or by reference.

[Python is an object-oriented language](https://www.springpeople.com/programming-languages/python) so all variables hold references to the objects. The references values are according to the functions and as a result, the value of references cannot be changed. However, the objects can be changed if it is mutable.

Eg:

1. What is a module and package in Python?

The module is the way to structure a program. Each Python program file is a module, which imports other modules like objects and attributes.

The folder of Python program is a package of modules.  A package can have modules or subfolders.

1. How does exception handling in Python differ from Java? Also, list the optional clauses for a <try-except> block In Python.

Python has its own method of implementing exception handling. <try-except> is the block which can be used by the programmer to see the error details without having to terminate the program. Also, in some cases, this <try-except> statement offers a solution to deal with the error.

1. Explain the use of try: except raise, and finally.

Python makes use of try, except and finally blocks for error handling. Try block is used to execute the code until an error occurs. We can make use of an except block to receive control which will receive control after all errors, or one can use specific exception handling blocks for various error types. Control is transferred to the appropriate except block. In all cases, the final block is executed. Raise may be used to raise your own exceptions.

1. How are instance variables different from class variables?

Instance variables are variables that are created locally within a class to refer to an object of the class. A class variable is one that is created globally in a class and is accessible within all instance of that class.

Class variables are declared with keyword static and Instance variables are declared without static keyword.

Class variables can be accessed anywhere within that class whereas an instance variable can only be accessed within the particular object of the class.

As class variables are common to all objects of a class, changes made to these variables through one object will reflect in another. As each object will have its own copy of instance variables, changes made to these variables through one object will not reflect in another object.

Class variables can be accessed using either class name or object reference. Instance variables can be accessed only through an object reference.

1. What is namespace in Python?

In Python, every name introduced has a place where resides and can be found. This space is known as a namespace. It is an address location where a variable name is mapped to the object placed. Whenever the variable is searched out, this address location will be searched, to get the corresponding object.

Global,

Local,

Module and

Class namespaces.

1. Explain the difference between local and global namespaces.

Local namespaces are created within a function when that function is called. Global namespaces are created when the program starts.

1. When would you use a continue statement in a for loop?

When processing a particular item is complete, to move on to the next, without executing further processing in the block continue statement is used. The continue statement states, the current item is done processing, move on to the next item.

1. When would you use a break statement in a for loop?

The break statement states that the function of the loop is over and to move on to the next block of code. For example, when the item being searched is found, there is no need to keep looping. The break statement comes into play here and the loop terminates and the execution moves on to the next section of the code.

1. What Are The Principal Differences Between The Lambda And Def?

Lambda Vs Def.

def can hold multiple expressions while lambda is a uni-expression function.

def generates a function and designates a name so as to call it later. lambda forms a function and returns the function itself.

def can have a return statement. lambda can’t have return statements

lambda supports to get used inside a list and dictionary.

1. Write A Reg Expression That Confirms An Email Id Using The Python Reg Expression Module <Re>?

Python has a regular expression module <re>.

Check out the <re> expression that can check the email id for .com and .co.in subdomain.

import re

print(re.search(r"[0-9a-zA-Z.]+@[a-zA-Z]+\.(com|co\.in)$","micheal.pages@mp.com"))

1. What Is A Built-In Function That Python Uses To Iterate Over A Number Sequence?

range() generates a list of numbers, which is used to iterate over for loops.

for i in range(5):

print(i)

1. What Are The Optional Statements That Can Be Used Inside A <Try-Except> Block In Python?

There are two optional clauses you can use in the **<try-except>** block.

The **<else>** clause

It is useful if you want to run a piece of code when the try block doesn’t create any exception.

The **<finally>** clause

It is useful when you want to execute some steps which run, irrespective of whether there occurs an exception or not.

1. How Does The Ternary Operator Work In Python?

The ternary operator is an alternative for the conditional statements. It combines of the true or false values with a statement that you need to test. The syntax would look like the one given below.

**[onTrue] if [Condition] else [onFalse]**

x, y = 35, 75

smaller = x if x < y else y

print(smaller)

1. What Does The <Self> Keyword Do?

The **<self>** keyword is a variable that holds the instance of an object. In almost, all the object-oriented languages, it is passed to the methods as hidden parameter.

1. What Is The Purpose Of Doc Strings In Python?

In Python, documentation string is popularly known as doc strings. It sets a process of recording Python functions, modules, and classes.

1. Why And When Do You Use Generators In Python?

A generator in Python is a function which returns an iterable object. We can iterate on the generator object using the <**yield**> keyword. But we can only do that once because their values don’t persist in memory, they get the values on the fly.

Generators give us the ability to hold the execution of a function or a step as long as we want to keep it. However, here are a few examples where it is beneficial to use generators.

We can replace loops with generators for efficiently calculating results involving large data sets.

Generators are useful when we don’t want all the results and wish to hold back for some time.

Instead of using a callback function, we can replace it with a generator. We can write a loop inside the function doing the same thing as the callback and turns it into a generator.

1. What Does The <Yield> Keyword Do In Python?

The <**yield**> keyword can turn any function into a generator. It works like a standard return keyword. But it’ll always return a generator object. Also, a function can have multiple calls to the <**yield**> keyword.

See the example below.

def testgen(index):

weekdays = ['sun','mon','tue','wed','thu','fri','sat']

yield weekdays[index]

yield weekdays[index+1]

day = testgen(0)

print next(day), next(day) #output: sun mon

1. How To Convert A List Into Other Data Types?

Sometimes, we don’t use lists as is. Instead, we have to convert them to other types.

Turn A List Into A String.

We can use the <”.join()> method which combines all elements into one and returns as a string.

weekdays = ['sun','mon','tue','wed','thu','fri','sat']

listAsString = ' '.join(weekdays)

print(listAsString)

#output: sun mon tue wed thu fri sat

Turn A List Into A Tuple.

Call Python’s <tuple()> function for converting a list into a tuple. This function takes the list as its argument. But remember, we can’t change the list after turning it into a tuple because it becomes immutable.

weekdays = ['sun','mon','tue','wed','thu','fri','sat']

listAsTuple = tuple(weekdays)

print(listAsTuple)

#output: ('sun', 'mon', 'tue', 'wed', 'thu', 'fri', 'sat')

Turn A List Into A Set.

Converting a list to a set poses two side-effects.

Set doesn’t allow duplicate entries, so the conversion will remove any such item if found.

A set is an ordered collection, so the order of list items would also change.

However, we can use the <set()> function to convert a list to a set.

weekdays = ['sun','mon','tue','wed','thu','fri','sat','sun','tue']

listAsSet = set(weekdays)

print(listAsSet)

#output: set(['wed', 'sun', 'thu', 'tue', 'mon', 'fri', 'sat'])

Turn A List Into A Dictionary.

In a dictionary, each item represents a key-value pair. So converting a list isn’t as straight forward as it were for other data types.

However, we can achieve the conversion by breaking the list into a set of pairs and then call the <zip()> function to return them as tuples.

Passing the tuples into the <dict()> function would finally turn them into a dictionary.

weekdays = ['sun','mon','tue','wed','thu','fri']

listAsDict = dict(zip(weekdays[0::2], weekdays[1::2]))

print(listAsDict)

#output: {'sun': 'mon', 'thu': 'fri', 'tue': 'wed'}

1. **What is the difference between del() and remove() methods of list?**  
   To remove a list element, you can use either the del statement if you know exactly which element(s) you are deleting or the remove() method if you do not know.
2. **What is \_\_init\_\_.py used for?**  
   **Ans99**:It declares that the given directory is a  package.
3. What is [list comprehension](https://www.mytectra.com/python-training-in-bangalore.html)?

Creating a list by doing some operation over data that can be accessed using an iterator. For eg:

|  |  |
| --- | --- |
| 1  2  3 | >>>[ord(i) for i in string.ascii\_uppercase]  [65, 66, 67, 68, 69, 70, 71, 72, 73, 74, 75, 76, 77, 78, 79, 80, 81, 82, 83, 84, 85, 86, 87, 88, 89, 90]  >>> |

1. Describe Python’s garbage collection mechanism in brief.

Python maintains a count of the number of references to each object in memory. If a reference count goes to zero then the associated object is no longer live and the memory allocated to that object can be freed up for something else

1. Whenever Python exits, why isn’t all the memory de-allocated?

Ans:

Whenever Python exits, especially those Python modules which are having circular references to other objects or the objects that are referenced from the global namespaces are not always de-allocated or freed.

It is impossible to de-allocate those portions of memory that are reserved by the C library.

On exit, because of having its own efficient clean up mechanism, Python would try to de-allocate/destroy every other object.

1. What is dictionary in Python?

Ans: The built-in datatypes in Python is called dictionary. It defines one-to-one relationship between keys and values. Dictionaries contain pair of keys and their corresponding values. Dictionaries are indexed by keys.

Let’s take an example:

The following example contains some keys. Country, Capital & PM. Their corresponding values are India, Delhi and Modi respectively.

|  |  |
| --- | --- |
| 1 | dict={'Country':'India','Capital':'Delhi','PM':'Modi'} |
| 1 | print dict[Country] |

India

|  |  |
| --- | --- |
| 1 | print dict[Capital] |

Delhi

|  |  |
| --- | --- |
| 1 | print dict[PM] |

Modi

A dictionary is mutable, and we can also use a comprehension to create it.

>>> roots={x\*\*2:x for x in range(5,0,-1)}

>>> roots

{25: 5, 16: 4, 9: 3, 4: 2, 1: 1}

1. What is monkey patching in Python?

Ans: In Python, the term monkey patch only refers to dynamic modifications of a class or module at run-time.

Consider the below example:

|  |  |
| --- | --- |
| 1  2  3  4 | # m.py  class MyClass:  def f(self):  print "f()" |

We can then run the monkey-patch testing like this:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | import m  def monkey\_f(self):  print "monkey\_f()"    m.MyClass.f = monkey\_f  obj = m.MyClass()  obj.f() |

The output will be as below:

monkey\_f()

As we can see, we did make some changes in the behavior of f() in MyClass using the function we defined, monkey\_f(), outside of the module m.

1. What does this mean: \*args, \*\*kwargs? And why would we use it?

In cases when we don’t know how many arguments will be passed to a function, like when we want to pass a list or a tuple of values, we use \*args.

>>> def func(\*args):

for i in args:

print(i)

>>> func(3,2,1,4,7)

3

2

1

4

7

\*\*kwargs takes keyword arguments when we don’t know how many there will be.

>>> def func(\*\*kwargs):

for i in kwargs:

print(i,kwargs[i])

>>> func(a=1,b=2,c=7)

a.1

b.2

c.7

The words args and kwargs are convention, and we can use anything in their place.

1. Explain split(), sub(), subn() methods of “re” module in Python.

Ans: To modify the strings, Python’s “re” module is providing 3 methods. They are:

split() – split() lets us split a string around the character we specify.

>>> '1,2,3,4,5'.split(',')

[‘1’, ‘2’, ‘3’, ‘4’, ‘5’]

sub() – finds all substrings where the regex pattern matches and then replace them with a different string

subn() – it is similar to sub() and also returns the new string along with the no. of replacements.

join() lets us join characters from a string together by a character we specify.

>>> ','.join('12345')

‘1,2,3,4,5’

1. What is the difference between range & xrange?

**Ans:** For the most part, xrange and range are the exact same in terms of functionality. They both provide a way to generate a list of integers for you to use, however you please. The only difference is that range returns a Python list object and x range returns an xrange object.

This means that xrange doesn’t actually generate a static list at run-time like range does. It creates the values as you need them with a special technique called yielding. This technique is used with a type of object known as generators. That means that if you have a really gigantic range you’d like to generate a list for, say one billion, xrange is the function to use.

This is especially true if you have a really memory sensitive system such as a cell phone that you are working with, as range will use as much memory as it can to create your array of integers, which can result in a Memory Error and crash your program. It’s a memory hungry beast.

1. Explain the use of decorators.

**Ans:** Decorators in Python are used to modify or inject code in functions or classes. Using decorators, you can wrap a class or function method call so that a piece of code can be executed before or after the execution of the original code. Decorators can be used to check for permissions, modify or track the arguments passed to a method, logging the calls to a specific method, etc.

1. Why are local variable names beginning with an underscore discouraged?

a) they are used to indicate a private variables of a class

1. Differentiate between deep and shallow copy.

What Are Different Methods To Copy An Object In Python?

There are two ways to copy objects in Python.

**copy.copy() function**

It makes a copy of the file from source to destination.

It’ll return a shallow copy of the parameter.

A shallow copy, however, copies one object’s reference to another. So, if we make a change in the copy, it will affect the original object. For this, we have the function copy(). We use it like:

>>> b=copy.copy(a)
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Shallow Copy – Python Interview Questions and Answers

**copy.deepcopy() function**

It also produces the copy of an object from the source to destination.

It’ll return a deep copy of the parameter that you can pass to the function.

A deep copy copies an object into another. This means that if you make a change to a copy of an object, it won’t affect the original object. In Python, we use the function deepcopy() for this, and we import the module copy. We use it like:

>>> import copy

>>> b=copy.deepcopy(a)

![Deep Copy - Python Interview Questions and Answers](data:image/jpeg;base64,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)

1. Differentiate between lists and tuples.

The major difference is that a list is mutable, but a tuple is immutable. Examples:

>>> mylist=[1,3,3]

>>> mylist[1]=2

>>> mytuple=(1,3,3)

>>> mytuple[1]=2

Traceback (most recent call last):

File "<pyshell#97>", line 1, in <module>

mytuple[1]=2

TypeError: ‘tuple’ object does not support item assignment

1. Explain inheritance.

When one class inherits from another, it is said to be the child/derived/sub class inheriting from the parent/base/super class. It inherits/gains all members (attributes and methods).

Inheritance lets us reuse our code, and also makes it easier to create and maintain applications. Python supports the following kinds of inheritance:

Single Inheritance- A class inherits from a single base class.

Multiple Inheritance- A class inherits from multiple base classes.

Multilevel Inheritance- A class inherits from a base class, which, in turn, inherits from another base class.

Hierarchical Inheritance- Multiple classes inherit from a single base class.

Hybrid Inheritance- Hybrid inheritance is a combination of two or more types of inheritance.

1. Explain help() and dir() functions in Python.

The help() function displays the documentation string and help for its argument.

>>> import copy

>>> help(copy.copy)

Help on function copy in module copy:

copy(x)

Shallow copy operation on arbitrary Python objects.

See the module’s \_\_doc\_\_ string for more info.

The dir() function displays all the members of an object(any kind).

>>> dir(copy.copy)

[‘\_\_annotations\_\_’, ‘\_\_call\_\_’, ‘\_\_class\_\_’, ‘\_\_closure\_\_’, ‘\_\_code\_\_’, ‘\_\_defaults\_\_’, ‘\_\_delattr\_\_’, ‘\_\_dict\_\_’, ‘\_\_dir\_\_’, ‘\_\_doc\_\_’, ‘\_\_eq\_\_’, ‘\_\_format\_\_’, ‘\_\_ge\_\_’, ‘\_\_get\_\_’, ‘\_\_getattribute\_\_’, ‘\_\_globals\_\_’, ‘\_\_gt\_\_’, ‘\_\_hash\_\_’, ‘\_\_init\_\_’, ‘\_\_init\_subclass\_\_’, ‘\_\_kwdefaults\_\_’, ‘\_\_le\_\_’, ‘\_\_lt\_\_’, ‘\_\_module\_\_’, ‘\_\_name\_\_’, ‘\_\_ne\_\_’, ‘\_\_new\_\_’, ‘\_\_qualname\_\_’, ‘\_\_reduce\_\_’, ‘\_\_reduce\_ex\_\_’, ‘\_\_repr\_\_’, ‘\_\_setattr\_\_’, ‘\_\_sizeof\_\_’, ‘\_\_str\_\_’, ‘\_\_subclasshook\_\_’]

1. Is Python case-sensitive?

A language is case-sensitive if it distinguishes between identifiers like myname and Myname. In other words, it cares about case- lowercase or uppercase. Let’s try this with Python.

>>> myname='Ayushi'

>>> Myname

Traceback (most recent call last):

File "<pyshell#3>", line 1, in <module>

Myname

NameError: name ‘Myname’ is not defined

As you can see, this raised a NameError. This means that Python is indeed case-sensitive.

1. What is the pass statement in Python?

There may be times in our code when we haven’t decided what to do yet, but we must type something for it to be syntactically correct. In such a case, we use the pass statement.

>>> def func(\*args):

pass

>>>

Similarly, the break statement breaks out of a loop.

>>> for i in range(7):

if i==3: break

print(i)

0

1

2

Finally, the continue statement skips to the next iteration.

>>> for i in range(7):

if i==3: continue

print(i)

0

1

2

4

5

6

1. What is a closure in Python?

A closure is said to occur when a nested function references a value in its enclosing scope. The whole point here is that it remembers the value.

>>> def A(x):

def B():

print(x)

return B

>>> A(7)()

1. Explain the //, %, and \*\* operators in Python.

The // operator performs floor division. It will return the integer part of the result on division.

>>> 7//2

3

Normal division would return 3.5 here.

Similarly, \*\* performs exponentiation. a\*\*b returns the value of a raised to the power b.

>>> 2\*\*10

1024

Finally, % is for modulus. This gives us the value left after the highest achievable division.

>>> 13%7

6

>>> 3.5%1.5

0.5

1. Why are identifier names with a leading underscore disparaged?

Since Python does not have a concept of private variables, it is a convention to use leading underscores to declare a variable private. This is why we mustn’t do that to variables we do not want to make private.

1. What is tuple unpacking?

First, let’s discuss tuple packing(boxing). It is a way to pack a set of values into a tuple.

>>> mytuple=3,4,5

>>> mytuple

(3, 4, 5)

This packs 3, 4, and 5 into mytuple.

Now, we will unpack the values from the tuple into variables x, y, and z.(Unboxing)

>>> x,y,z=mytuple

>>> x+y+z

12

1. What is Dict and List comprehensions are?

They are syntax constructions to ease the creation of a Dictionary or List based on existing iterable

13) What is lambda in Python?

It is a single expression anonymous function often used as inline function.

1. Why lambda forms in python does not have statements?

A lambda form in python does not have statements as it is used to make new function object and then return them at runtime.

1. Mention what are the rules for local and global variables in Python?

Local variables: If a variable is assigned a new value anywhere within the function’s body, it’s assumed to be local.

Global variables: Those variables that are only referenced inside a function are implicitly global

1. How can you share global variables across modules?

To share global variables across modules within a single program, create a special module. Import the config module in all modules of your application. The module will be available as a global variable across modules.

1. What happens if an error occurs that is not handled in the except block?

The program terminates. and an execution trace is sent to sys.stderr.

1. In a class definition, what does the \_\_ init\_O function do?

It overrides the any initialization from an inherited class, and is called when the class is instantiated.

1. What are negative indexes and why are they used?

Ans: The sequences in Python are indexed and it consists of the positive as well as negative numbers. The numbers that are positive uses ‘0’ that is uses as first index and ‘1’ as the second index and the process goes on like that.

The index for the negative number starts from ‘-1’ that represents the last index in the sequence and ‘-2’ as the penultimate index and the sequence carries forward like the positive number.

The negative index is used to remove any new-line spaces from the string and allow the string to except the last character that is given as S[:-1]. The negative index is also used to show the index to represent the string in correct order.

1. What is fixture in pytest.

[purpose of test fixtures](http://en.wikipedia.org/wiki/Test_fixture#Software) is to provide a fixed baseline upon which tests can reliably and repeatedly execute.

fixtures have explicit names and are activated by declaring their use from test functions, modules, classes or whole projects.

@pytest.fixture()

below method fixture() is used to run before the any function executes

yield\_fixture() is used to run before and after any function executes. Statements after yield are executed after the function  
@pytest.yield\_fixture()

currently yield\_fixture() is depreciated
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IBM:

1. what is list , tuple, set. operations in each

**List:** It is a datatype. Syntax [1,2,3]. List is mutable. Direct assignment of values are allowed in list. Eg: l[1] = 2.

.append(), .extend(), .del l[1], .remove, .pop()

**Tuple:** It is a datatype. Syntax (1,2,3). Tuple is immutable. Direct assignment of values are not allowed in tuple. Eg: l(1) = 2. Assignment not allowed error will be displayed. Tuple is faster than list as it does not allow direct assignment, hence it does not occupy large memory spaces

**Set:** It is a datatype. Syntax {1,2,3}. Set is mutable.

.union(), .intersection(), .add(), .clear(), .difference()

1. how to import excel file and read data from it

# import xlrd  
#  
# with open(r"C:\Users\surabhi.sahoo\Desktop\Automation\_Failure\_Skip\_Analysis.xlsx") as excel:  
# file = xlrd.open\_workbook(r"C:\Users\surabhi.sahoo\Desktop\Automation\_Failure\_Skip\_Analysis.xlsx")  
# print(file.nsheets)  
# print(file.sheet\_by\_index(0))  
# print(file.sheet\_names())  
# abc = file.sheet\_by\_name("Failure Analysis-<Module>")  
# print(abc.nrows)  
# print(abc.ncols)  
# for j in range(0, 3):  
# for i in range(1, 4):  
# print('{}'.format(abc.cell\_value(i, j)))

**Cleo:**

1. what is rest

An API is an interface through which one program or web site talks to another. They are used to share data and services, and they come in many different formats and types.

REST: Representational State Transfer.

A RESTful API is one of the many possible ways that programs, servers, and web sites can share data and services. REST (Representational State Transfer) describes the general rules for how the data and services are represented through the API so that other programs will be able to correctly request and receive the data and services that an API makes available.

REST stands for REpresentational State Transfer and is an architectural style for exposing your program using existing protocols, typically HTTP. Think of it as hyperlinks (URL) you type in your browser to access different parts of your app respectively.

1. What is HTTP and HTTPS

HTTP (the protocol used by a browser to get web pages from a server). It is not secure. The data sent over to the server can be intercepted but

Hyper Text Transfer Protocol Secure (HTTPS) is the secure version of HTTP, the protocol over which data is sent between your browser and the website that you are connected to. The 'S' at the end of HTTPS stands for 'Secure'. It means all communications between your browser and the website are encrypted. HTTPS is often used to protect highly confidential online transactions like online banking and online shopping order forms.

1. difference between URI and URL

A **URI** can be further classified as a locator, a name, or both. The term “Uniform Resource Locator” (**URL**) refers to the subset of **URIs** that, in addition to identifying a resource, provide a means of locating the resource by describing its primary access mechanism (e.g., its network “location”).

1. various methods of http

Get: Retrieve information.

Post Request that the resource at the URI do something with the provided entity. Often POST is used to create a new entity, but it can also be used to update an entity.

Put PUT can create a new entity or update an existing one.

Delete Request that a resource be removed;

Patch Update only the specified fields of an entity at a URI. A PATCH request is not safe. That's because a PATCH operation cannot ensure the entire resource has been updated.

1. can we use put instead of post

NO, we cannot

1. can we use post instead of put

Yes, we can. Initially put was not available. It got added later.

1. program to remove duplicate values from a list

l1 = []  
for i in range(0, len(l)):  
 if l[i] not in l1:  
 l1.append(l[i])  
  
print(l1)

1. why we use "?" in api url provided

Before entering parameters we use ?

1. what is api key

An application programming interface **key** (**API key**) is a code passed in by computer programs calling an application programming interface (**API**) to identify the calling program, its developer, or its user to the Web site.

1. what is crm. and examples

**Nutanix**

1. program to read strings from a file and print the words that are not duplicate
2. d = {}  
   l = []  
   with open("test1", 'r') as o:  
    lines = o.readlines()  
    #print(lines)  
    for line in lines:  
    a = line.split(" ")  
    #print(a)  
    # to get unique words  
    # for x in a:  
    # if x not in l:  
    # l.append(x)  
    # else:  
    # pass  
    # to print the words that are not repeted  
     
    for x in a:  
    if x not in d:  
    d[x] = 1  
    else:  
    d[x] = d[x] + 1  
   #print(l)  
   print(d)  
   unique = {k:v for k,v in d.items() if v == 1 }  
   print(unique)
3. roman numerals
4. roman = ['I', 'V', 'X', 'L', 'C', 'D', 'M']  
   a = []  
   s = input("Enter roman number")  
   for i in s:  
    if i in roman:  
    a.append(i)  
    print("roman")  
    else:  
    print('not a roman')  
   print(a)  
   print(''.join(a))

**Terralogic**

1. All Data types questions from python

Number: (Integers, floating point numbers and complex numbers falls under [Python numbers](https://www.programiz.com/python-programming/numbers) category. They are defined as int, float and complex class in Python)

String: [String](https://www.programiz.com/python-programming/string) is sequence of Unicode characters. We can use single quotes or double quotes to represent strings. Multi-line strings can be denoted using triple quotes, ''' or """.

Strings are immutable

Tuple: [Tuple](https://www.programiz.com/python-programming/tuple) is an ordered sequence of items same as list.The only difference is that tuples are immutable. Tuples once created cannot be modified.

It is defined within parentheses () where items are separated by commas.

They are immutable. They are faster

List: [List](https://www.programiz.com/python-programming/list) is an ordered sequence of items. It is one of the most used datatype in Python and is very flexible. All the items in a list do not need to be of the same type.

Declaring a list is pretty straight forward. Items separated by commas are enclosed within brackets [ ].

Lists are mutable, meaning, value of elements of a list can be altered.

>>> a = [1,2,3]

>>> a[2]=4

Set : [Set](https://www.programiz.com/python-programming/set) is an unordered collection of unique items. Set is defined by values separated by comma inside braces { }. Items in a set are not ordered.

We can perform set operations like union, intersection on two sets. Set have unique values. They eliminate duplicates.

Hence the slicing operator [] does not work.

Dictionary

[Dictionary](https://www.programiz.com/python-programming/dictionary) is an unordered collection of key-value pairs.

It is generally used when we have a huge amount of data.

n Python, dictionaries are defined within braces {} with each item being a pair in the form key:value. Key and value can be of any type.

1. difference between extend and append

**append** adds its argument as a single element to the end of a list. The length of the list itself will increase by one. **extend** iterates over its argument adding each element to the list, **extending** the list.

1. read a file and find if the text is present in the file
2. import os  
   import re  
   import shutil  
     
   os.chdir(r"C:\Users\surabhi.sahoo\Desktop\questions\tstfolder")  
   a = os.listdir()  
   print(a)  
   try:  
    os.mkdir("copyfolder")  
   except FileExistsError:  
    pass  
   # print("#"\*30)  
     
   for file in a:  
    # print(file)  
    # print("#" \* 30)  
    flag = False  
    # if file.endswith(".txt"):  
    if os.path.isfile(file):  
    with open(file) as f:  
    lines = f.readlines()  
    # for line in lines:  
    # print(re.findall('\S+', str(line)))  
    for line in lines:  
    result = re.findall("surabhi", line)  
    # result = re.search("\w+\W?\w+\W?\w+\W?\w+", line)  
    # result = re.search("\w{2}\W?\w{2}\W?\w{2}\W?\w{3}", line)  
    # result = re.search("\d{2}\D?\d{2}\D?\d{2}\D?\d{3}", line)  
     
     
    if len(result)>0:  
    print(result,file)  
    flag = True  
    if flag:  
     
    if os.path.exists(r"copyfolder\%s" % file):  
    os.remove(r"copyfolder\%s" % file)  
     
    shutil.copy(file, "copyfolder")  
    print(os.listdir("copyfolder"))
3. write a program to find the missing number in a list of 1 to 100
4. *''' find missing number'''*#solution 1  
   l = [1,2,3,5,6]  
   # s1 = sum(l)  
   # s2 = sum(range(1,7))  
   # missing = abs(s1 - s2)  
   # print(missing)  
     
   #solution 2  
   n = len(l)  
   #total = (n+1) \* (n+2)/2  
   miss = int(abs(((n+1) \* (n+2)/2)-sum(l)))  
   print(miss)
5. convert two list into a dictionary(using Zip)
6. l1 = [1,2,3,4]  
   l2 = ['a', 'b', 'c', 'd']  
     
   l3 = {k:v for (k,v) in zip(l1,l2)}  
   print(l3)
7. you have 10 rs, cost of each chocolate is 2. for every 2 wrapper you get 1 chocolate. find out how many chocolates you can eat at most
8. how to get entire items in a dropdown using selenium
9. how to remove duplicate letter from a string

s = list(input("Enter string: "))  
for x in range(0, len(s)+1):  
 for i in range(1, len(s)+1):  
 if s[x] == s[i]:  
 print(s[x])  
 s.remove(s[x])  
print(s)

1. how to navigate in the folder structure using program

os.system.walk

1. what modules you have used

selenium web driver

Action class

Select

Pytest

Ordering

Pyhtml

Sys

Os

Shutil

Re

Random

Time

Strings

Copy

Xlrd

Csv

1. regular expressions

import re

print(re.findall('\S+', str(line)))

# result = re.search("\w+\W?\w+\W?\w+\W?\w+", line)  
# result = re.search("\w{2}\W?\w{2}\W?\w{2}\W?\w{3}", line)  
# result = re.search("\d{2}\D?\d{2}\D?\d{2}\D?\d{3}", line)

Re.sub()

1. difference between partial link text and link text

**LinkText**: it returns elements with an exact match of the given text  
**PartialLinkText** returns elements which include the given text

1. what are the types of locaters

xpath

link text

partial link text

id

class

text

name….

1. difference between assert and verify

When an “assert” command fails, the test execution will be aborted. So when the Assertion fails, all the test steps after that line of code are skipped.

When a “verify” command fails, the test will continue executing and logging the failure. Mostly, the Verify command is used to check non-critical things.

1. All selenium questions (mouse operation, drag and drop, framework structure etc)
2. Linked list,generators, decorators etc
3. difference between get and post, post and put, put and patch
4. deep copy/ shallow copy/list operations

pytest --collect-only---->gives the list of test cases that can be executed

generate automation report

py.test -v -s <filename.py> --html=htmlreport.html

1. Differences between Generator function and a Normal function

Here is how a generator function differs from a normal function.

Generator function contains one or more yield statement.

When called, it returns an object (iterator) but does not start execution immediately.

Methods like \_\_iter\_\_() and \_\_next\_\_() are implemented automatically. So we can iterate through the items using next().

Once the function yields, the function is paused and the control is transferred to the caller.

Local variables and their states are remembered between successive calls.

Finally, when the function terminates, StopIteration is raised automatically on further calls.

eg:

def my\_gen():

n = 1

print('This is printed first')

# Generator function contains yield statements

yield n

n += 1

print('This is printed second')

yield n

n += 1

print('This is printed at last')

yield n

a = my\_gen()

print(next(a))

print(next(a))

print(next(a))

print(next(a))

closure

Decorators

A decorator takes in a function, adds some functionality and returns it.

This is also called metaprogramming as a part of the program tries to modify another part of the program at compile time.

function that take other functions as arguments are also called higher order functions.

def inc(x):

return x + 1

def dec(x):

return x - 1

def operate(func, x):

result = func(x)

return result

operate(inc,3)

operate(dec,3)
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def make\_pretty(func):

def inner():

print("I got decorated")

func()

print("I;m done")

return inner

def make\_prettier(func):

def inner():

print("I got really decorated")

func()

return inner

def ordinary():

print("I am ordinary")

def extraordinary():

print("I am extra-ordinary")

make\_pretty(make\_prettier(ordinary))

"I got decorated"

"I got really decorated"

"I am ordinary"

Copy

we usually use '=' operator to copy the values

for eg:

list1 = [1,2,3,4,5]

list2 = list1

here 2 reference variables are created for the same values

if we modify 1 value in list1, the values of list2 also gets modified automatically

if we dont want to do that the concept of deep and shallow copy comes

for making these copys work we use the Copy "module"

What is Assertion?

Assertions are statements that assert or state a fact confidently in your program.

For example, while writing a division function, you're confident the divisor shouldn't be zero, you assert divisor is not equal to zero.

Assertions are simply boolean expressions that checks if the conditions return true or not.

If it is true, the program does nothing and move to the next line of code. However, if it's false, the program stops and throws an error.

In Python we can use assert statement in two ways as mentioned above.

assert statement has a condition and if the condition is not satisfied the program will stop and give AssertionError.

assert statement can also have a condition and a optional error message.

If the condition is not satisfied assert stops the program and gives AssertionError along with the error message.

Key Points to Remember

Assertions are the condition or boolean expression which are always supposed to be true in the code.

assert statement takes an expression and optional message.

assert statement is used to check types, values of argument and the output of the function.

assert statement is used as debugging tool as it halts the program at the point where an error occurs.

1. lamda
2. boxing and unboxing
3. memory managment
4. format in which memory is stored
5. heirarchy inheritance
6. monkey patching
7. decorater in python
8. static in python
9. association and aggreagation
10. deep copy and shallow copy
11. pass by value and pass by reference in python

techmahindra

1. private method--how to test it
2. interpretor name
3. python is interpreted or compiled
4. how to automate captcha
5. what is the virtual environment python uses

wipro

1. appium
2. how to set it up
3. adb commands
4. how to take screenshots
5. how many types of locaters are present
6. how can u locate an element
7. how many types of xpath
8. how do u set capablities
9. if device is in inactive state what do u do
10. scenario to automate launching of application,entering uname n password navigating to next screen and quiting the app
11. oops concept in python

**Scope**  
Variables can only reach the area in which they are defined, which is called *scope*. Think of it as the area of code where variables can be used. Python supports global variables (usable in the entire program) and local variables.

By default, all variables declared in a function are local variables. To access a global variable inside a function, it’s required to explicitly define ‘global variable’.

If a variable can be reached anywhere in the code is called a ***global variable.*** If a variable is known only inside the scope, we call it a***local variable.***

# Global and Local variables

# 

A **global variable** (x) can be reached and modified anywhere in the code, **local variable** (z) exists only in block 3.

**class:** it is blue print of object or a template to create an object

for eg: Object : House is an object

,class : the blueprint or the architure design of house is called a class

Everything in Python is an object. Every object can contain methods and variables (with unique values). Objects are created (often called instantiated) from classes

class CoffeeMachine:

name = ""

beans = 0

water = 0

def \_\_init\_\_(self, name, beans, water):

self.name = name

self.beans = beans

self.water = water

def addBean(self):

self.beans = self.beans + 1

def removeBean(self):

self.beans = self.beans - 1

def addWater(self):

self.water = self.water + 1

def removeWater(self):

self.water = self.water - 1

def printState(self):

print "Name = " + self.name

print "Beans = " + str(self.beans)

print "Water = " + str(self.water)

pythonBean = CoffeeMachine("Python Bean", 83, 20)

pythonBean.printState()

print ""

pythonBean.addBean()

pythonBean.printState()

Without using the self keyword you are using local variables. Local variables cannot be accessed outside the functions, because of the scope of the variable.

The variable onlyInScope can only be accessed within \_\_init\_\_(). Adding the self keyword makes them accessibly outside by newly created objects. Adding self will tell Python these are class variables.

Encapsulation

In an object oriented python program, you can *restrict access* to methods and variables. This can prevent the data from being modified by accident and is known as *encapsulation*.

To summarize, in Python there are:

| **Type** | **Description** |
| --- | --- |
| public methods | Accessible from anywhere |
| private methods | Accessible only in their own class. starts with two underscores |
| public variables | Accessible from anywhere |
| private variables | Accesible only in their own class or by a method if defined. starts with two underscores |

Other programming languages have protected class methods too, but Python does not

Encapsulation gives you more control over the degree of coupling in your code, it allows a class to change its implementation without affecting other parts of the code.

We can still modify the values of private variables by using the set<variablename(value)>

The private method \_\_updateSoftware() can only be called within the class itself. It can never be called from outside the class.”

The “private” attributes and methods are not really hidden, they’re just automatically renamed adding “\_Car” in the beginning of their name… This truly prevents from accessing them \*accidentally\* but not intentionally

Method Overloading

Depending on the function definition, it can be called with zero, one, two or more parameters.

This is known as method overloading. Not all programming languages support method overloading, but Python does.

**class** Human:

 #since we have set the name value to none we can call the function without the value also

**def** sayHello(self, name=None):

**if** name **is** **not** None:

**print** 'Hello ' + name

**else**:

**print** 'Hello '

*# Create instance*

obj = Human()

*# Call the method*

obj.sayHello()

*# Call the method with a parameter*

obj.sayHello('Guido')

# Polymorphism

Sometimes an object comes in many types or forms. If we have a button, there are many different draw outputs  but they do share the same logic: onClick().  We access them using the same method . This idea is called Polymorphism.

INTERFACE

It is a template

# Recursion

In Python, **a function is recursive if it calls itself and has a termination condition**.

## **Limitations of recursions**

Everytime a function calls itself and stores some memory. Thus, a recursive function could hold much more memory than a traditional function. Python stops the function calls after a depth of 1000 calls by default.

When we try to exceed the depth it gives, RuntimeError: maximum recursion depth exceeded

We can still modify it by using: sys.setrecursionlimit(5000)

# Logging

# We can track events in a software application, this is known as **logging.** As opposed to just printing the errors, logging can be configured to disable output or save to a file. This is a big advantage to simple printing the errors.

## **Logging example**

**import** logging

*# print a log message to the console.*

logging.warning('This is a warning!')

# We can easily output to a file:

**import** logging

logging.basicConfig(filename='program.log',level=logging.DEBUG)

logging.warning('An example message.')

logging.warning('Another message')

# The importance of a log message depends on the severity.

# The logger module has several levels of severity. We set the level of severity using this line of code:

logging.basicConfig(level=logging.DEBUG)

These are the levels of severity:

| **Type** | **Description** |
| --- | --- |
| DEBUG | Information only for problem diagnostics |
| INFO | The program is running as expected |
| WARNING | Indicate something went wrong |
| ERROR | The software will no longer be able to function |
| CRITICAL | Very serious error |

## **Time in log**

You can enable time for logging using this line of code:

|  |
| --- |
| logging.basicConfig(format='%(asctime)s %(message)s') |

**import** logging

logging.basicConfig(format='%(asctime)s %(message)s', level=logging.DEBUG)

logging.info('Logging app started')

logging.warning('An example logging message.')

logging.warning('Another log message')

# Threading and threads

# 